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Step 2: Make truth table mapping current state to next state


| S1 | S0 | N1 | N0 |
| :---: | :---: | :---: | :---: |
| 0 | 0 | 0 | 1 |
| 0 | 1 | 1 | 0 |
| 1 | 0 | 0 | 0 |
| 1 | 1 | $X$ | $X$ |
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Step 3: Simplify truth table (with Boolean algebra / K-maps)

|  |  |  |  | S1 |  | For N1 |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| S1 | SO | N1 | NO | SO | 0 | 1 |  |
| 0 | 0 | 0 | 1 | 0 | 0 | 0 |  |
| 0 | 1 | 1 | 0 | 1 | 1 | X |  |
| 1 | 0 | 0 | 0 |  |  |  |  |
| 1 | 1 | X | X |  |  |  |  |
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|  |  |  |  | S1 |  | For N1 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| S1 | S0 | N1 | N0 | S0 | 0 | 1 |
| 0 | 0 | 0 | 1 | 0 | 0 | 0 |
| 0 | 1 | 1 | 0 | 1 | 1 | $X$ |
| 1 | 0 | 0 | 0 |  |  |  |
| 1 | 1 | $X$ | $X$ |  |  |  |
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Step 4: Build sequential circuit

| S1 | S0 | N1 | N0 |
| :---: | :---: | :---: | :---: |
| 0 | 0 | 0 | 1 |
| 0 | 1 | 1 | 0 |
| 1 | 0 | 0 | 0 |
| 1 | 1 | $X$ | $X$ |
| $N 0=!S 1!S 0$ |  |  |  |
| NO $=$ S 0 |  |  |  |
| N |  |  |  |
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| $K I$ | $K R$ | $K T$ | SI | S0 | N1 | N0 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| $\ldots$ | $\cdots$ | $\cdots$ | $\cdots$ | $\cdots$ | $\cdots$ | $\cdots$ |
| 1 | 0 | 0 | 0 | 0 | 0 | 1 |
| $\cdots$ | $\cdots$ | $\cdots$ | $\cdots$ | $\cdots$ | $\cdots$ | $\cdots$ |
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## FSMs with Outputs

Additional outputs in truth table.
Output on the corresponding state.

| Green 00 | S1 | SO | N1 | NO | G | Y | R |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  | 0 | 0 | 0 | 1 | 1 | 0 | 0 |
| !GY!R | 0 | 1 | 1 | 0 | 0 | 1 | 0 |
| Red 10 | 1 | 0 | 0 | 0 | 0 | 0 | 1 |
| G. MR | 1 | 1 | X | X | X | X | X |

